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# Database Objects

Oracle Database recognizes objects that are associated with a particular schema and objects that are not associated with any particular schema, as described in the sections that follow.

Schema Objects

A **schema** is a collection of logical structures of data, or schema objects. A schema is owned by a database user and has the same name as that user. Each user owns a single schema. Schema objects can be created and manipulated with SQL and include the following types of objects:

Clusters

Constraints

Database links

Database triggers

Dimensions

Index-organized tables

Indexes

Object types

Object views

Operators

Packages

Sequences

Synonyms

Tables

Views

No schema Objects

Other types of objects are also stored in the database and can be created and manipulated with SQL but are not contained in a schema:

Contexts

Directories

Editions

Restore points

Roles

Rollback segments

Tablespaces Users

# Implementation of database objects

1. Clusters

Database Clustering is the process of combining more than one servers or instances connecting a single database. Sometimes one server may not be adequate to manage the amount of data or the number of requests, that is when a Data Cluster is needed. Database clustering, SQL server clustering, and SQL clustering are closely associated with SQL is the language used to manage the database information.

The main reasons for database clustering are its advantages a server receives; Data redundancy, Load balancing, High availability, and lastly, Monitoring and automation

To create a cluster in another user's schema you must have the CREATE ANY CLUSTER system privilege, and the owner must have a quota for the tablespace intended to contain the cluster or the UNLIMITED TABLESPACE system privilege.

You create a cluster using the CREATE CLUSTER statement. The following statement creates a cluster named emp\_dept, which stores the emp and dept tables, clustered by the deptno column:

CREATE CLUSTER emp\_dept (deptno NUMBER(3))

SIZE 600

TABLESPACE users

STORAGE (INITIAL 200K

NEXT 300K

MINEXTENTS 2

PCTINCREASE 33);

## Creating Clustered Tables

To create a table in a cluster, you must have either the CREATE TABLE or CREATE ANY TABLE system privilege. You do not need a tablespace quota or the UNLIMITED TABLESPACE system privilege to create a table in a cluster.

You create a table in a cluster using the CREATE TABLE statement with the CLUSTER clause. The emp and dept tables can be created in the emp\_dept cluster using the following statements:

|  |
| --- |
| CREATE TABLE emp ( empno NUMBER(5) PRIMARY KEY, ename VARCHAR2(15) NOT NULL,  . . .  deptno NUMBER(3) REFERENCES dept)  CLUSTER emp\_dept (deptno);    CREATE TABLE dept ( deptno NUMBER(3) PRIMARY KEY, . . . )  CLUSTER emp\_dept (deptno); |

**2.** Constraints

* They are constants and indicators that restricts the database rules and writes and access rights.

1.Not Null – each value in each column must not be null

**Create table table\_name**

**(**

**column1 datatype [ NOT NULL ],**

**column2 datatype [ NOT NULL ],**

**...**

**column\_n datatype [NOT NULL ]**

**);**

When we insert the data in the table the above constraint show the data must be specified in each columns.

2.uniques – values specified in columns must be unique for each rows.

**Create table table\_name**

**(**

**column1 datatype [ NOT NULL],**

**column2 datatype [ NOT NULL ],**

**...**

**column\_n datatype [NOT NULL ]**

**CONSTRAINT constraint\_name UNIQUE(column\_name condition) [DISABLE]**

**);**

From the above column one its primary key for each rows. And its unique

3.primary key – values specified in columns must be unique for each row and not null.

4.foreign key – values specified in column that reference values in another tables.

**CREATE TABLE table\_name**

**(**

**column1 datatype null/not null,**

**column2 datatype null/not null,**

**?**

**CONSTRAINT constraint\_name FOREIGN KEY (reference\_key) references other\_table\_name**

**);**

5. check - an expression is specified , for constraints that satisfied true.

**CREATE TABLE table\_name**

**(**

**column1 datatype null/not null,**

**column2 datatype null/not null,**

**?**

**CONSTRAINT constraint\_name CHECK (column\_name condition) [DISABLE]**

**);**

This show the database checks the checks constraint if its met before it runs.

3. **A database trigger is** fired when a DML operation **is** fired on some **database** table.

Triggers

* is procedural code that automatically executed in response of certain events happens on particular table or views.

Triggers Fires When the following events Occurs.

* Data Manipulation Language statements occurs on certain table or row.
* This means inserting, updating or Deleting the data from the databases.
* Data Definition Language statements occurs on certain table or Row or databases.
* Creating, updating the table of database or table and row that means we define the data from start.
* Database Event – such as start or login to database and logout from database

Advantages of Triggers

* Prevents from invalid transactions
* Provide auditing and event logging
* Recording the Information about the table Access.

Timing For Triggers

Triggers fires before and after the action occurs.

* Before the Firing Statement

Create TRIGGER trigger\_name

BEFORE insert update or delete on table\_name

DECLARE

Varname1 datatype(),

Varname2 datatype

BEGIN

---Trigger code

When person performs insert, update or delete into **table\_name**

End;

* We can create trigger using create trigger command with trigger\_name that show the actions that we perform.
* DECLARE
* This are variable or attributes that we perform operation on.
* There Trigger code the type of action performed with specified database operations.

Example

If we have Student table

Create table Student (

Name varchar (20),

Lastname varchar (20),

Age number (3));

We can make trigger when we make operation on student table

Create trigger student\_trigger

Before

Insert into student (name, Lastname, age) values (‘Yonas’, ‘Alem’,21)

Begin

SQL Server triggers are special [stored procedures](http://www.sqlservertutorial.net/sql-server-stored-procedures/) that are executed automatically in response to the database object, database, and server events. SQL Server provides three type of triggers:

* Data manipulation language (DML) triggers which are invoked automatically in response to [INSERT,](http://www.sqlservertutorial.net/sql-server-basics/sql-server-insert/) [UPDATE,](http://www.sqlservertutorial.net/sql-server-basics/sql-server-update/) and [DELETE](http://www.sqlservertutorial.net/sql-server-basics/sql-server-delete/) events against tables.
* Data definition language (DDL) triggers which fire in response to [CREATE,](http://www.sqlservertutorial.net/sql-server-basics/sql-server-create-table/) ALTER, and [DROP](http://www.sqlservertutorial.net/sql-server-basics/sql-server-drop-table/) statements. [DDL triggers](http://www.sqlservertutorial.net/sql-server-triggers/sql-server-ddl-trigger/) also fire in response to some system stored procedures that perform DDL-like operations.
* Logon triggers which fire in response to LOGON events

The following illustrates the syntax of the CREATE TRIGGER statement:

CREATE TRIGGER [schema\_name.]trigger\_name

ON table\_name

AFTER {[INSERT],[UPDATE],[DELETE]}

[NOT FOR REPLICATION] AS {sql\_statements}

To list all triggers in a SQL Server, you query data from the sys.triggers view:

SELECT

name,

is\_instead\_of\_trigger

FROM

sys.triggers

WHERE

type = 'TR';

The following picture shows the output:
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To remove one or more [DDL triggers,](http://www.sqlservertutorial.net/sql-server-triggers/sql-server-ddl-trigger/) you use the following form of the DROP

TRIGGER

statement:

DROP TRIGGER [ IF EXISTS ] trigger\_name [ ,...n ]

ON { DATABASE | ALL SERVER };

4. **A database link** is a connection from the Oracle database to another remote database. The remote database can be an Oracle Database or any ODBC compliant database such as SQL Server or MySQL.

Database Link

* This is schema object in one database that enables access to the other databases.
* This allows the sharing of information or distribution
* They acts a pointer that defines communication from one database server to another one.
* They can be either private or public.
* If its private the only user that make connection can access it.
* If its public all database user can have access to it.
* CREATE PUBLIC DATABASE LINK sales.division3.acme.com USING 'sales1';

This create the database link using some parameter called sales.

What is an Oracle database link

A database link is a connection from the Oracle database to another remote database. The remote database can be an Oracle Database or any ODBC compliant database such as SQL Server or MySQL.

Why do you need a database link

A database link allows a user or program to access database objects such as tables and views from another database.

Once you create a database link, you can access the tables or views from the remote database using the following pattern:

### table\_name@database\_link

For example, you can query data from a table in the remote database as if it was in the local server:

SELECT \* FROM remote\_table@database\_link;

The following statement shows how to create the private database link to a user in a remote database with a full connection string.

CREATE DATABASE LINK dblink

CONNECT TO remote\_user IDENTIFIED BY password

USING '(DESCRIPTION=

(ADDRESS=(PROTOCOL=TCP)(HOST=oracledb.example.com)(PORT=1521))

(CONNECT\_DATA=(SERVICE\_NAME=service\_name))

)';

To create a public database link, just add the PUBLIC keyword:

CREATE PUBLIC DATABASE LINK dblink

CONNECT TO remote\_user IDENTIFIED BY password USING 'remote\_database';

Next, use the CREATE DATABASE LINK statement to create a new private database link that connects to the SALES database via bob‘s account:

CREATE DATABASE LINK sales

CONNECT TO bob IDENTIFIED BY Abcd1234

USING 'SALES';

Then, issue the [SELECT](https://www.oracletutorial.com/oracle-basics/oracle-select/) statement to query data from the customers table on the SALES database:

SELECT \* FROM customers@sales;

Here is the output:

After that,

[insert a new ro](https://www.oracletutorial.com/oracle-basics/oracle-insert/)

[w](https://www.oracletutorial.com/oracle-basics/oracle-insert/)

into the

customer

s

table:

![](data:image/jpeg;base64,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)

INSERT INTO customers@sales(customer\_id, name, email) VALUES(2,'XYZ Inc','contact@xyzinc.com');

Here are some best practices using the database links:

* Naming convention: the name of the database links should reflect the nature of data, not the database server. For example, instead of naming a database link SALES\_PRD, you name it as SALES.
* Remote database users: you should create a user dedicated for a database link. In addition, you should not give this user to anyone else. If you don’t follow this, the database will not work when someone changes the password of the user or even delete it.
* Use a service-specific entry in the tnsnames.ora instead of the databasespecific alias so that you copy between product, test, and development environments, you don’t have to recreate the database link.

5. **View –** This database object is used to create a view in database.A view is a logical table based on a table or another view. A view contains no data of its own but is like a window through which data from tables can be viewed or changed. The tables on which a view is based are called base tables. The view is stored as a SELECT statement in the data dictionary.

Generally views are:

* are searchable objects that are defined in query.
* define what data the user sees and how the users see the data.
* they are virtual tables because they cannot stored actual data but they can show many tables as Imaginary big tables and we can query and flood over it.
* Views contains row and columns just like tables.
* The field for views are one or more fields from tables.

benefits of Database View

* Enforces Business Rules
* they show items and data that are dummy into logical views.
* Consistency - hides the complicated logic and show the views to the users.
* simplicity - hides the complicated tables joint and keys but the join as one large flattened data.
* restricts the access to tables
* they use little space because they only used storage for the query commands.
* but they have some issues in performance and modifications because they are viewed as one large big cluster of data so they need more computation power.
* they allow full Query operations.

**Syntax :**

CREATE [OR REPLACE] [FORCE|NOFORCE] VIEW view

[(

alias[, alias

]...)]

AS subquery

[

WITH CHECK OPTION [CONSTRAINT constraint

]]

[

WITH READ ONLY [CONSTRAINT constraint]];

**Example**

**:**

CREATE VIEW salvu50

AS SELECT employee\_id ID\_NUMBER, last\_name NAME,

salary\*12 ANN\_SALARY

FROM employees

WHERE department\_id = 50;

**Output**

**:**

SELECT \*

FROM salvu50;

### **6. Dimensions**

A dimension is a schema object that defines hierarchical relationships between pairs of columns or column sets. A hierarchical relationship is a functional dependency from one level of a hierarchy to the next level in the hierarchy. A dimension is a container of logical relationships between columns and does not have any data storage assigned to it.

The CREATE DIMENSION statement specifies:

* multiple LEVEL clauses, each of which identifies a column or column set in the dimension
* one or more HIERARCHY clauses that specify the parent/child relationships between adjacent levels
* optional ATTRIBUTE clauses, each of which identifies an additional column or column set associated with an individual level

The columns in a dimension can come either from the same table *(denormalized)* or from multiple tables *(fully or partially normalized)*. To define a dimension over columns from multiple tables, you connect the tables using the JOIN KEY option of the HIERARCHY clause.

For example, a normalized time dimension might include a date table, a month table, and a year table, with join conditions that connect each date row to a month row, and each month row to a year row. In a fully denormalized time dimension, the date, month, and year columns would all be in the same table. Whether normalized or denormalized, the hierarchical relationships among the columns need to be specified in the CREATE DIMENSION statement.

1. **Index –** This database object is used to create a indexes in database.An Oracle server index is a schema object that can speed up the retrieval of rows by using a pointer.Indexes can be created explicitly or automatically. If you do not have an index on the column, then a full table scan occurs.

An index provides direct and fast access to rows in a table. Its purpose is to reduce the necessity of disk I/O by using an indexed path to locate data quickly. The index is used and maintained automatically by the Oracle server. Once an index is created, no direct activity is required by the user.Indexes are logically and physically independent of the table they index. This means that they can be created or dropped at any time and have no effect on the base tables or other indexes.

**Syntax :**

CREATE INDEX index

ON table (column[, column]...);

**Example**

**:**

CREATE INDEX emp\_last\_name\_idx

ON employees(last\_name);

1. **Synonym –** This database object is used to create a indexes in database.It simplify access to objects by creating a synonym(another name for an object). With synonyms, you can Ease referring to a table owned by another user and shorten lengthy object names.To refer to a table owned by another user, you need to prefix the table name with the name of the user who created it followed by a period. Creating a synonym eliminates the need to qualify the object name with the schema and provides you with an alternative name for a table, view, sequence,procedure, or other objects. This method can be especially useful with lengthy object names, such as views.

In the syntax:

PUBLIC : creates a synonym accessible to all users synonym : is the name of the synonym to be created object : identifies the object for which the synonym is created

**Syntax :**

CREATE [PUBLIC] SYNONYM synonym FOR object;

**Example :**

CREATE SYNONYM d\_sum FOR dept\_sum\_vu;

#### 9. Indextypes

The *indextype* schema object encapsulates the set of routines that manage and access a domain index. The purpose of an indextype is to enable efficient search and retrieval functions for complex domains such as text, spatial, image, and OLAP data using external application software.

10. **Sequence –** This database object is used to create a sequence in database.A sequence is a user created database object that can be shared by multiple users to generate unique integers. A typical usage for sequences is to create a primary key value, which must be unique for each row.The sequence is generated and incremented (or decremented) by an internal Oracle routine. **Syntax :**

CREATE SEQUENCE sequence

[

INCREMENT BY n

]

START WITH n

]

[

}]

[{

MAXVALUE n | NOMAXVALUE

[{

MINVALUE n | NOMINVALUE

}]

[{

CYCLE | NOCYCLE

}]

[{

CACHE n | NOCACHE}];

**Example**

**:**

CREATE SEQUENCE dept\_deptid\_seq

INCREMENT BY 10

START WITH 120

MAXVALUE 9999

NOCACHE

NOCYCLE;

**Check**

**if**

**sequence**

**is**

**created**

**by**

**:**

SELECT sequence\_name, min\_value, max\_value,

increment\_by,

last\_number

FROM user\_sequences;

Sequence

* Allow to populate the primary with defined key.
* We can use to generate the primary key automatically.
* When the sequence number is generated they are incremented independent of the role-backs.
* Sequence numbers are generated independently of tables, so the same sequence can be used for one or for multiple tables.

We can create sequence using create sequence command.

CREATE SEQUENCE [schema\_name . ] sequence\_name

[ AS [ built\_in\_integer\_type | user-defined\_integer\_type ] ]

[ START WITH <constant> ]

[ INCREMENT BY <constant> ]

[ { MINVALUE [ <constant> ] } | { NO MINVALUE } ]

[ { MAXVALUE [ <constant> ] } | { NO MAXVALUE } ]

[ CYCLE | { NO CYCLE } ]

[ { CACHE [ <constant> ] } | { NO CACHE } ]

[ ; ]

This above syntax create sequence with name, defined datatype and validations.

**Properties**

* Start with – kinds of data that sequence start with number, or characters , or other datatypes.
* Increment by – this show by what value we increment on the sequences
* Max and min value also specified.
* Cycle – whether we it come back and assign the already generated number.
* Cache – storage access.

#### 11. Object type

**Oracle object types** are user-defined **types** that make it possible to model realworld entities such as customers and purchase orders as **objects** in the database.

create or replace type t\_address as object

(

street char(20), city char(20), state char(2),

zip char(5)

);

Object views provide the ability to offer specialized or restricted access to the data and objects in a database. For example, you might use an object view to provide a version of an employee object table that doesn't have attributes containing sensitive data and doesn't have a deletion method.

Object views allow the use of relational data in object-oriented applications. They let users

* Try object-oriented programming techniques without converting existing tables.
* Convert data gradually and transparently from relational tables to objectrelational tables.
* Use legacy RDBMS data with existing object-oriented applications.

Advantages of Object Views

Using object views can lead to better performance. Relational data that make up a row of an object view traverse the network as a unit, potentially saving many round trips.

You can fetch relational data into the client-side object cache and map it into *C or C++* structuresso 3GL applications can manipulate it just like native structures.

Object views provide a gradual migration path for legacy data.

Object views provide for co-existence of relational and object-oriented applications. They make it easier to introduce object-oriented applications to existing relational data without having to make a drastic change from one paradigm to another.

Object views provide the flexibility of looking at the same relational or object data in more than one way. Thus you can use different in-memory object representations for different applications without changing the way you store the data in the database.

For example, the following SQL statements define an object view:

CREATE TABLE emp\_table ( empnum NUMBER (5), ename VARCHAR2 (20), salary NUMBER (9, 2), job VARCHAR2 (20) );

CREATE TYPE employee\_t ( empno NUMBER (5), ename VARCHAR2 (20), salary NUMBER (9, 2),

job VARCHAR2 (20) );

CREATE VIEW emp\_view1 OF employee\_t

WITH OBJECT OID (empno) AS

SELECT e.empnum, e.ename, e.salary, e.job

FROM emp\_table e

WHERE job = 'Developer';

**12. Operator:**

An operator is a reserved word or a character used primarily in an SQL statement's WHERE clause to perform operation(s), such as comparisons and arithmetic operations. These Operators are used to specify conditions in an SQL statement and to serve as conjunctions for multiple conditions in a statement.

* Arithmetic operators
* Comparison operators
* Logical operators
* Operators used to negate conditions

SQL Arithmetic Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + (Addition) | Adds values on either side of the operator. | a + b will give  30 |
| - (Subtraction) | Subtracts right hand operand from left hand operand. | a - b will give -10 |
| \*  (Multiplication) | Multiplies values on either side of the operator. | a \* b will give 200 |
| / (Division) | Divides left hand operand by right hand operand. | b / a will give 2 |
| % (Modulus) | Divides left hand operand by right hand operand and returns remainder. | b % a will give  0 |

SQL Comparison Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (a = b) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (a != b) is true. |
| <> | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (a <> b) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (a > b) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (a < b) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (a >= b) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (a <= b) is true. |
| !< | Checks if the value of left operand is not less than the value of right operand, if yes then condition becomes true. | (a !< b) is false. |
| !> | Checks if the value of left operand is not greater than the value of right operand, if yes then condition becomes true. | (a !> b) is true. |

SQL Logical Operators

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **ALL**  The ALL operator is used to compare a value to all values in another value set. |
| 2 | **AND**  The AND operator allows the existence of multiple conditions in an SQL statement's WHERE clause. |
| 3 | **ANY**  The ANY operator is used to compare a value to any applicable value in the list as per the condition. |
| 4 | **BETWEEN**  The BETWEEN operator is used to search for values that are within a set of values, given the minimum value and the maximum value. |
| 5 | **EXISTS**  The EXISTS operator is used to search for the presence of a row in a specified table that meets a certain criterion. |
| 6 | **IN**  The IN operator is used to compare a value to a list of literal values that have been specified. |
| 7 | **LIKE**  The LIKE operator is used to compare a value to similar values using wildcard operators. |
| 8 | **NOT**  The NOT operator reverses the meaning of the logical operator with which it is used. Eg: NOT EXISTS, NOT BETWEEN, NOT IN, etc. **This is a negate operator.** |
| 9 | **OR**  The OR operator is used to combine multiple conditions in an SQL statement's WHERE clause. |
| 10 | **IS NULL**  The NULL operator is used to compare a value with a NULL value. |
| 11 | **UNIQUE**  The UNIQUE operator searches every row of a specified table for uniqueness (no duplicates). |

13. **Packages :** are schema objects that groups logically related PL/SQL types, variables, and subprograms.

Package

* They encapsulate related procedures, functions, associated cursors and variables as a unit in database.
* They usually two parts

1. Specification – is the interface with applications that access database

* It declares variables, constants, exceptions, cursors and sub programs available for use.

1. Body – defined the cursor and sub programs and have actual data with specific implementation.

**Advantage**

* Encapsulation of related procedures, value and cursors.
* Separation of private and public data.
* Improve performance since the entire package is loaded when the object from the package called.

A package will have two mandatory parts −

* Package specification
* Package body or definition

Package Specification

The specification is the interface to the package. It just **DECLARES** the types, variables, constants, exceptions, cursors, and subprograms that can be referenced from outside the package. In other words, it contains all information about the content of the package, but excludes the code for the subprograms.

All objects placed in the specification are called **public** objects. Any subprogram not in the package specification but coded in the package body is called a **private** object.

The following code snippet shows a package specification having a single procedure. You can have many global variables defined and multiple procedures or functions inside a package.

CREATE PACKAGE cust\_sal AS

PROCEDURE find\_sal(c\_id customers.id%type);

END cust\_sal;

/

When the above code is executed at the SQL prompt, it produces the following result − Package created.

**14. Contexts:**

An alternative to the previous method is to use contexts to store the global data. A context is a set of application-defined attributes associated with a namespace that is linked to a managing package. A context is created using the CREATE CONTEXT statement in which the namespace equates to the context name.

CREATE CONTEXT namespace USING package-name;

The managing package does not have to be present at the point when the context is created, but must be present before it is referenced. The dbms\_session.set\_context procedure is used to associate name-value pairs with the context, but for security purposes this procedure can only be used from within the package associated with the context.

Context attributes can be read using the sys\_context function available from SQL and PL/SQL. The following example uses this function to retrieve the current session identifier from the default userenv context.

SQL> SELECT SYS\_CONTEXT('USERENV', 'SESSIONID') FROM dual;

SYS\_CONTEXT('USERENV','SESSION

--------------------------------------------------------------------

328385

1 row selected.

To show how contexts can be used to cache global session data, the examples from the previous section using contexts instead of package variables will be recreated. In order to do this, the CREATE ANY CONTEXT privilege must be granted to the owner of the context, and just for the purpose of this example, the CREATE TRIGGER privilege is also necessary.

GRANT CREATE ANY CONTEXT TO username; GRANT CREATE TRIGGER TO username;

1. **Directory:**

Creates a directory object that specifies an operating system directory for storing BFILE objects.

CREATE [OR REPLACE] DIRECTORY directory\_name AS 'path\_name'

Removes a directory object from the database.

DROP DIRECTORY *directory\_name;*

1. **Editions:**

An edition is effectively a version label that can be assigned to all editionable objects in a schema. When a new edition is used by a schema, all editionable objects are inherited by the new edition from the previous edition. These objects can subsequently then be altered or dropped as desired, but doing so will stop inheritance of that object.

From Oracle database 11g release 2 onwards, each database has at least one edition, the default being ORA$BASE. The default edition can be displayed using the DATABASE\_PROPERTIES view.

CONN / AS SYSDBA

SELECT property\_value

FROM database\_properties

WHERE property\_name = 'DEFAULT\_EDITION';

PROPERTY\_VALUE

--------------------------------------------------------------------------------

ORA$BASE

SQL>

The CREATE ANY EDITION and DROP ANY EDITION privileges are required to create and drop editions, so edition management is best done from privileged users.

Editions are created using the CREATE EDITION command with an optional AS CHILD OF clause.

CREATE EDITION edition-name;

CREATE EDITION edition-name AS CHILD OF parent-edition;

#### 17. Roles

administer database privileges. You can add privileges to a role and then grant the role to a user. The user can then enable the role and exercise the privileges granted by the role.

A role contains all privileges granted to the role and all privileges of other roles granted to it. A new role is initially empty. You add privileges to a role with the GRANT statement.

If you create a role that is NOT IDENTIFIED or IDENTIFIED EXTERNALLY or BY *password*, then Oracle Database grants you the role with ADMIN OPTION. However, if you create a role IDENTIFIED GLOBALLY, then the database does not grant you the role.

**Creating a Role: Example** The following statement creates the role dw\_manager:

CREATE ROLE dw\_manager;

Users who are subsequently granted the dw\_manager role will inherit all of the privileges that have been granted to this role.

You can add a layer of security to roles by specifying a password, as in the following example:

CREATE ROLE dw\_manager

IDENTIFIED BY warehouse;

Users who are subsequently granted the dw\_manager role must specify the password warehouse to enable the role with the SET ROLE statement.

The following statement creates global role warehouse\_user:

CREATE ROLE warehouse\_user IDENTIFIED GLOBALLY;

The following statement creates the same role as an external role:

CREATE ROLE warehouse\_user IDENTIFIED EXTERNALLY;

**18. Rollback segment:**

##### Purpose

Use the CREATE ROLLBACK SEGMENT statement to create a **rollback**

**segment**, which is an object that Oracle Database uses to store data necessary to reverse, or undo, changes made by transactions.

The information in this section assumes that your database is not running in automatic undo mode (the UNDO\_MANAGEMENT initialization parameter is set to MANUAL or not set at all). If your database is running in automatic undo mode (the UNDO\_MANAGEMENT initialization parameter is set to AUTO), then user-created rollback segments are irrelevant.

Further, if your database has a locally managed SYSTEM tablespace, then you cannot create rollback segments in any dictionary-managed tablespace. Instead, you must either use the automatic undo management feature or create locally managed tablespaces to hold the rollback segments.

**Creating a Rollback Segment: Example** The following statement creates a rollback segment with default storage values in an appropriately configured tablespace:

CREATE TABLESPACE rbs\_ts

DATAFILE 'rbs01.dbf' SIZE 10M

EXTENT MANAGEMENT LOCAL UNIFORM SIZE 100K;

/\* This example and the next will fail if your database is in automatic undo mode.

\*/

CREATE ROLLBACK SEGMENT rbs\_one

TABLESPACE rbs\_ts;

**19. Tablespace:**

##### Purpose

Use the CREATE TABLESPACE statement to create a **tablespace**, which is an allocation of space in the database that can contain schema objects.

* A **permanent tablespace** contains persistent schema objects. Objects in permanent tablespaces are stored in **datafiles**.
* An **undo tablespace** is a type of permanent tablespace used by Oracle Database to manage undo data if you are running your database in automatic undo management mode. Oracle strongly recommends that you use automatic undo management mode rather than using rollback segments for undo.
* A **temporary tablespace** contains schema objects only for the duration of a session. Objects in temporary tablespaces are stored in **tempfiles**.

When you create a tablespace, it is initially a read/write tablespace. You can subsequently use the ALTER TABLESPACE statement to take the tablespace offline or online, add datafiles or tempfiles to it, or make it a read-only tablespace.

You can also drop a tablespace from the database with the DROP TABLESPACE statement.

##### Examples

**Creating a Bigfile Tablespace: Example** The following example creates a bigfile tablespace bigtbs\_01 with a datafile bigtbs\_f1.dat of 10 MB:

CREATE BIGFILE TABLESPACE bigtbs\_01

DATAFILE 'bigtbs\_f1.dat'

SIZE 20M AUTOEXTEND ON;

**Creating an Undo Tablespace: Example** The following example creates a 10 MB undo tablespace undots1:

CREATE UNDO TABLESPACE undots1

DATAFILE 'undotbs\_1a.f'

SIZE 10M AUTOEXTEND ON

RETENTION GUARANTEE;

**Creating a Temporary Tablespace: Example** This statement shows how the temporary tablespace that serves as the default temporary tablespace for database users in the sample database was created:

CREATE TEMPORARY TABLESPACE temp\_demo

TEMPFILE 'temp01.dbf' SIZE 5M AUTOEXTEND ON;

# 20. USER

## Purpose

Use the CREATE USER statement to create and configure a database **user**, which is an account through which you can log in to the database, and to establish the means by which Oracle Database permits access by the user.

You can enable a user to connect to the database through a proxy application or application server. For syntax and discussion, refer to [ALTER USER.](https://docs.oracle.com/cd/B19306_01/server.102/b14200/statements_4003.htm#i2058207)

## Prerequisites

You must have the CREATE USER system privilege. When you create a user with the CREATE USER statement, the user's privilege domain is empty. To log on to Oracle Database, a user must have the CREATE SESSION system privilege. Therefore, after creating a user, you should grant the user at least the CREATE SESSION system privilege

**Creating a Database User: Example** If you create a new user with PASSWORD EXPIRE, then the user's password must be changed before the user attempts to log in to the database. You can create the user sidney by issuing the following statement:

CREATE USER sidney

IDENTIFIED BY out\_standing1

DEFAULT TABLESPACE example QUOTA 10M ON example

TEMPORARY TABLESPACE temp

QUOTA 5M ON system

PROFILE app\_user

PASSWORD EXPIRE;

The user sidney has the following characteristics:

* The password out\_standing1
* Default tablespace example, with a quota of 10 megabytes
* Temporary tablespace temp
* Access to the tablespace SYSTEM, with a quota of 5 megabytes
* Limits on database resources defined by the profile app\_user (which was created in ["Creating a Profile: Example")](https://docs.oracle.com/cd/B19306_01/server.102/b14200/statements_6010.htm#i2092094)

|  |  |  |  |
| --- | --- | --- | --- |
| • | An expired password, which must be changed before | sidney | can log in to the |
|  | database | | |

**Creating External Database Users: Examples** The following example creates an external user, who must be identified by an external source before accessing the database:

CREATE USER app\_user1

IDENTIFIED EXTERNALLY

DEFAULT TABLESPACE example

QUOTA 5M ON example

PROFILE app\_user;

The user app\_user1 has the following additional characteristics:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| • | Default tablespace | example |  | | | | | |
| •  • | Default temporary tablespace 5M of space on the tablespace temporary tablespace of the database | | | example | |  | | |
|  | |  | | --- | | example | | | and unlimited quota on the | |
|  | |
| • | Limits on database resources defined by the | | | | | | app\_user | profile |

To create another user accessible only by an operating system account, prefix the user name with the value of the initialization parameter OS\_AUTHENT\_PREFIX. For example, if this value is "ops$", you can create the externally identified user external\_user with the following statement:

CREATE USER ops$external\_user

IDENTIFIED EXTERNALLY

DEFAULT TABLESPACE example

QUOTA 5M ON example

PROFILE app\_user;

**Creating a Global Database User: Example** The following example creates a global user. When you create a global user, you can specify the X.509 name that identifies this user at the enterprise directory server:

CREATE USER global\_user

IDENTIFIED GLOBALLY AS 'CN=analyst, OU=division1, O=oracle, C=US'

DEFAULT TABLESPACE example

QUOTA 5M ON example;

21,Object

* Database is itself an object that contains another objects such as row, columns, schemas and other user defined objects.
* They provides mapping relational database to some other application access.

Advantage of Database Object

* Database independence – That means they can be ported from platform to another they are not dependent on some implementation.
* Security and validation – they structure as row and column they its easy to map because they are organized.

Suitable for Scaling

22. Record

* Set of data stored in a table
* They are objects that contains more than one values.
* We may think them as the groups or rows and columns.
* They provide the practical way to store and retrieve the data from databases.

This is data we enter or retrieve from database so

**Select \* from student;**

This shows we retrieve all the records from student database

Procedures

* Programs that lives in database that is maintained, administered, and executed though database commands.
* they are used to access and modify data in tables.
* They are subroutine that available for the applications that access the database.

We can create procedures using

**Create procedure procedure\_name as database\_statement go;**

We have procedure procedure\_name the we can execute by calling execution queries.

Example

**Create procedure selectSoftwareStudents as select from student where department\_id =5 go;**

Wecan execute using exec **selectSoftwareStudents;**

**Functions**

* provides the results based on the set of input values.
* The are the same as procedure except they return values.
* They generally can not take output arguments (placeholders) that are then passed back out with changed values.

We can create functions using

* **Create function function\_name return return\_data as select from table\_name;**

Cursors

* They are pointer to databases that store information about data manipulation language.
* They show the place from where take the using queries.

**SELECT department\_name, CURSOR(SELECT salary, commission\_pct**

**FROM employees e**

**WHERE e.department\_id = d.department\_id)**

**FROM departments d**

**ORDER BY department\_name;**

We access the department\_name from department that satisfies a given condition but we define the explicit cursor for data access that show as name with salary and specified pictures.

# Data Types

* **CHAR / VARCHAR**
* **CLOB**
* **DBCLOB**
* **BLOB**
* **GRAPHIC / VARGRAPHIC**
* **DATE**
* **TIME**
* **DATETIME / TIMESTAMP**
* **XML**

I.CLOB

The CLOB data type stores single-byte and multibyte character data. Both fixed-width and variable-width character sets are supported, and both use the database character set. CLOB objects can store up to (4 gigabytes -1) \* (the value of the CHUNK parameter of LOB storage) of character data. If the tablespaces in your database are of standard block size, and if you have used the default value of the CHUNK parameter of LOB storage when creating a LOB column, then this is equivalent to (4 gigabytes - 1) \* (database block size).

CLOB objects have full transactional support. Changes made through SQL, the DBMS\_LOB package, or Oracle Call Interface (OCI) participate fully in the transaction. CLOB value manipulations can be committed and rolled back. However, you cannot save a CLOB locator in a PL/SQL or OCI variable in one transaction and then use it in another transaction or session.

II.BLOB

The BLOB data type stores unstructured binary large objects. BLOB objects can be thought of as bitstreams with no character set semantics. BLOB objects can store binary data up to (4 gigabytes -1) \* (the value of the CHUNK parameter of LOB storage). If the tablespaces in your database are of standard block size, and if you have used the default value of the CHUNK parameter of LOB storage when creating a LOB column, then this is equivalent to (4 gigabytes - 1) \* (database block size).

BLOB objects have full transactional support. Changes made through SQL, the DBMS\_LOB package, or Oracle Call Interface (OCI) participate fully in the transaction. BLOB value manipulations can be committed and rolled back. However, you cannot save a BLOB locator in a PL/SQL or OCI variable in one transaction and then use it in another transaction or session.

III.DBCLOB

A DBCLOB (double-byte character large object) is a variable-length graphic string of double-byte characters that can be up to 1 073 741 823 characters long.

If only n by itself is specified, the value of n is the maximum length. If K, M or G is specified the maximum length is 1 024, 1 048 576 or 1 073 741 824 times n, and the maximum value for n is 1 048 576, 1 024 or 1, respectively. Double-byte character large objects are used to store large DBCS's (doublebyte character sets) character-based data.

IV.VARGRAPHIC

The data is a varying-length, double-byte character set (DBCS). It consists of a length subfield followed by a string of double-byte characters. The Oracle database does not support double-byte character sets; however, SQL\*Loader reads them as single bytes and loads them as RAW data. Like RAW data, VARGRAPHIC fields are stored without modification in whichever column you specify. The size of the length subfield is the size of the SQL\*Loader SMALLINT data type on your system (C type SHORT INT).

VARGRAPHIC data can be loaded with correct results only between systems where a SHORT INT has the same length in bytes. If the byte order is different between the systems, then use the appropriate technique to indicate the byte order of the length subfield.

V.XML

This Oracle-supplied type can be used to store and query XML data in the database. XML Type has member functions you can use to access, extract, and query the XML data using XPath expressions. XPath is another standard developed by the W3C committee to traverse XML documents. Oracle XML Type functions support many W3C XPath expressions. Oracle also provides a set of SQL functions and PL/SQL packages to create XML Type values from existing relational or object-relational data.

XML Type is a system-defined type, so you can use it as an argument of a function or as the data type of a table or view column. You can also create tables and views of XML Type. When you create an XML Type column in a table, you can choose to store the XML data in a CLOB column, as binary XML (stored internally as a CLOB), or object relationally.